Nama : Farid Aziz Wicaksono

Kelas : TI-1C

Absen : 14

1. Praktikum
2. Praktikum1

|  |  |
| --- | --- |
| No | Node.java |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | package jobsheet12;  public class Node {  int data;  Node left;  Node right;    public Node(){  }  public Node(int data){  this.left = null;  this.data = data;  this.right = null;  }  } |

|  |  |
| --- | --- |
| No | BinaryTree.java |
| 1  2  3  4  5  6  7  8  9  10   |  | | --- | | 11 | | 12 | | 13 | | 14 | | 15 | | 16 | | 17 | | 18 | | 19 | | 20 | | 21 | | 22 | | 23 | | 24 | | 25 | | 26 | | 27 | | 28 | | 29 | | 30 | | 31 | | 32 | | 33 | | 34 | | 35 | | 36 | | 37 | | 38 | | 39 | | 40 | | 41 | | 42 | | 43 | | 44 | | 45 | | 46 | | 47 | | 48 | | 49 | | 50 | | 51 | | 52 | | 53 | | 54 | | 55 | | 56 | | 57 | | 58 | | 59 | | 60 | | 61 | | 62 | | 63 | | 64 | | 65 | | 66 | | 67 | | 68 | | 69 | | 70 | | 71 | | 72 | | 73 | | 74 | | 75 | | 76 | | 77 | | 78 | | 79 | | 80 | | 81 | | 82 | | 83 | | 84 | | 85 | | 86 | | 87 | | 88 | | 89 | | 90 | | 91 | | 92 | | 93 | | 94 | | 95 | | 96 | | 97 | | 98 | | 99 | | 100 | | 101 | | 102 | | 103 | | 104 | | 105 | | 106 | | 107 | | 108 | | 109 | | 110 | | 111 | | 112 | | 113 | | 114 | | 115 | | 116 | | 117 | | 118 | | 119 | | 120 | | 121 | | 122 | | 123 | | 124 | | 125 | | 126 | | 127 | | 128 | | 129 | | 130 | | 131 | | 132 | | 133 | | 134 | | 135 | | 136 | | 137 | | 138 | | 139 | | 140 | | 141 | | 142 | | 143 | | 144 | | 145 | | 146 | | 147 | | 148 | | 149 | | 150 | | 151 | | 152 | | 153 | | 154 | | 155 | | 156 | | 157 | | 158 | | 159 | | 160 | | package jobsheet12;  public class BinaryTree {  Node root;    public BinaryTree(){  root = null;  }    boolean isEmpty(){  return root == null;  }    void add(int data){  if(isEmpty()){  root = new Node(data);  }else{  Node current = root;  while(true){  if(data<current.data){  if(current.left!=null){  current = current.left;  }else{  current.left = new Node(data);  break;  }  }else if(data>current.data){  if(current.right!=null){  current = current.right;  }else{  current.right = new Node(data);  break;  }  }else{  break;  }  }  }  }    boolean find(int data){  boolean hasil = false;  Node current = root;  while(current!=null){  if(current.data==data){  hasil = true;  break;  }else if(data<current.data){  current = current.left;  }else{  current = current.right;  }  }  return hasil;  }    void traversePreOrder(Node node){  if(node != null){  System.out.print(" "+node.data);  traversePreOrder(node.left);  traversePreOrder(node.right);  }  }    void traversePostOrder(Node node){  if(node != null){  traversePostOrder(node.left);  traversePostOrder(node.right);  System.out.print(" "+node.data);  }  }    void traverseInOrder(Node node){  if(node != null){  traverseInOrder(node.left);  System.out.print(" "+node.data);  traverseInOrder(node.right);  }  }    Node getSuccessor(Node del){  Node successor = del.right;  Node successorParent = del;  while(successor.left!=null){  successorParent = successor;  successor = successor.left;  }  if(successor != del.right){  successorParent.left = successor.right;  successor.right = del.right;  }  return successor;  }    void delet(int data){  if(isEmpty()){  System.out.println("Tree is empty!");  return;  }    Node parent = root;  Node current = root;  boolean isLeftChild = false;  while(current!=null){  if(current.data==data){  break;  }else if(data<current.data){  parent = current;  current = current.left;  isLeftChild = true;  }else if(data>current.data){  parent = current;  current = current.right;  isLeftChild = false;  }  }    if(current==null){  System.out.println("Couldn't find data!");  return;  }else{  if(current.left==null&&current.right==null){  if(current==root){  root = null;  }else{  if(isLeftChild){  parent.left = null;  }else{  parent.right = null;  }  }  }else if(current.left==null){  if(current==root){  root = current.right;  }else{  if(isLeftChild){  parent.left = current.right;  }else{  parent.right = current.right;  }  }  }else if(current.right==null){  if(current==root){  root = current.left;  }else{  if(isLeftChild){  parent.left = current.left;  }else{  parent.right = current.left;  }  }  }else{  Node successor = getSuccessor(current);  if(current==root){  root = successor;  }else{  if(isLeftChild){  parent.left = successor;  }else{  parent.right = successor;  }  successor.left = current.left;  }  }  }  }  } |

|  |  |
| --- | --- |
| No | BinaryTreeMain.java |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | package jobsheet12;  public class BinaryTreeMain {  public static void main(String[] args){  BinaryTree bt = new BinaryTree();    bt.add(6);  bt.add(4);  bt.add(8);  bt.add(3);  bt.add(5);  bt.add(7);  bt.add(9);  bt.add(10);  bt.add(15);    bt.traversePreOrder(bt.root);  System.out.println("");  bt.traverseInOrder(bt.root);  System.out.println("");  bt.traversePostOrder(bt.root);  System.out.println("");  System.out.println("Find "+bt.find(5));  bt.delet(8);  bt.traversePreOrder(bt.root);  System.out.println("");  }  } |

Output :

![](data:image/png;base64,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)

1. Praktikum2

|  |  |
| --- | --- |
| No | BinaryTreeArray.java |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | package jobsheet12;  public class BinaryTreeArray {  int[] data;  int idxLast;    public BinaryTreeArray(){  data = new int[10];  }    void populateData(int data[], int idxLast){  this.data = data;  this.idxLast = idxLast;  }    void tranverseInOrder(int idxStart){  if(idxStart<=idxLast){  tranverseInOrder(2\*idxStart+1);  System.out.println(data[idxStart]+" ");  tranverseInOrder(2\*idxStart+2);  }  }  } |

|  |  |
| --- | --- |
| No | BinaryTreeArrayMain.java |
| 1  2  3  4  5  6  7  8  9  10  11 | package jobsheet12;  public class BinaryTreeArrayMain {  public static void main(String[] args){  BinaryTreeArray bt = new BinaryTreeArray();  int[] data = {6,4,8,3,5,7,9,0,0,0};  int idxlast = 6;  bt.populateData(data, idxlast);  bt.tranverseInOrder(0);  }  } |

Output :

![](data:image/png;base64,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)

1. Pertanyaan
2. Mengapa dalam binary search tree proses pencarian data bisa lebih efektif dilakukan dibanding binary tree biasa?

Jawab :

karena pada Binary search tree data terletak pada pola yang terstruktur dimana data yang lebih kecil akan terletak pada sebelah kiri sedangkan data yang besar di sebelah kanan.

1. Untuk apakah di class Node, kegunaan dari atribut left dan right?

Jawab :

untuk menyimpan data dan pointer. Atribut left untuk menaruh data ke sebelah kiri dan right untuk menaruh data sebelah kanan.

1. a. Untuk apakah kegunaan dari atribut root di dalam class

BinaryTree?

b. Ketika objek tree pertama kali dibuat, apakah nilai dari root?

Jawab :

1. untuk menandai Node paling awal pada program binarytree
2. Node pertama bernilai null.
3. Ketika tree masih kosong, dan akan ditambahkan sebuah node baru, proses apa yang akan terjadi?

Jawab :

Node yang baru saja diamsukkan akan menempati posisi root.

1. Perhatikan method add(), di dalamnya terdapat baris program seperti di bawah ini. Jelaskan secara detil untuk apa baris program tersebut?
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Jawab :

apabila data yang dimasukkan lebih kecil dari current.data maka data akan menuju ke posisi kiri lalu jika current left tidak sama dengan null maka Node akan bertambah dan

menuju ke kiri , jika sama dengan null maka node yang ditambahkan berada di tempat yang belum terisi.

1. Apa perbedaan antara traverse mode pre-order, in-order dan postorder?

Jawab :

1. PreOrder: Parent diprint terlebih dahulu lalu child kiri lalu child kanan.
2. InOrder: Child kiri diprint terlebih dahulu lalu parent lalu child kanan.
3. PostOrder: Child kiri diprint terlebih dahulu lalu child kanan lalu parent.
4. Perhatikan method delete(). Sebelum proses penghapusan node, didahului dengan proses pencarian node yang akan dihapus. Selain ditujukan untuk mencari node yang akan dihapus (current), proses pencarian tersebut juga akan mencari parent dari node yang akan dihapus (parent). Menurut Anda, mengapa diperlukan juga untuk mengetahui parent dari node yang akan dihapus?

Jawab :

1. Untuk apakah dibuat variabel dengan nama isLeftChild di dalam method delete()?

Jawab :

untuk mengetahui apakah delete tersebut child left atau bukan.

1. Untuk apakah method getSuccessor()?

Jawab :

untuk mencari successor yang nantinya akan menggantikan Node yang dihapus.

1. Di ulasan teori, disebutkan bahwa ketika suatu node yang memiliki 2 child dihapus, node tersebut digantikan oleh node successor, dimana node successor bisa didapat dengan 2 cara, yaitu 1) mencari nilai terbesar dari subtree di sebelah kirinya, atau 2) mencari nilai terkecil dari subtree di sebelah kanannya. Manakah 1 dari 2 cara tersebut yang diimplementasikan dalam method getSuccessor() di program di atas?

Jawab :

mencari nilai terkecil dari subtree pada sebelah kanan

1. Apakah kegunaan dari atribut data dan idxLast yang ada di class BinaryTreeArray?

Jawab :

Karena Binary Search tree Array memiliki panjang batas untuk tree,jadi untuk menentukan indeks nya.

1. Apakah kegunaan dari method populateData() dan traverseInOrder()?

Jawab :

mengisi atribut yang ada pada objek

1. Jika suatu node binary tree disimpan dalam array indeks 2, maka di indeks berapakah posisi left child dan rigth child masin-masing?

Jawab :

pada 5 dan 6

1. Tugas
2. Buat methold di dalam class BinaryTree yang akan menambahkan node dengan cara rekursif.

|  |  |
| --- | --- |
| No | Tugas 1 |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | Node addrecursive(Node current, int data){  if(current == null){  return new Node(data);  }  if(data < current.data){  current.left = addrecursive(current.left, data);  }  else if(data > current.data){  current.right = addrecursive(current.right, data);  }  else{  return current;  }  return current;  }  void addRecursive(int data){  root = addrecursive(root, data);  } |

1. Buatlah method di dalam class BinaryTree untuk menampilkan nilai paling kecil dan yang paling besar yang ada di dalam tree.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | int kecil() {  Node current = root;  if (current.left == null) {  return current.data;  } else {  while (current.left != null) {  current = current.left;  }  return current.data;  }  }  int besar() {  Node current = root;  if(current.right == null) {  return current.data;  } else {  while (current.right != null) {  current = current.right;  }  }  return current.data; |

1. Buat methold di dalam class BinaryTree untuk menampilkan data yang ada di leaf.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | void dataleaf(Node node){  if(node!=null){  dataleaf(node.left);  if(node.left == null && node.right == null);  System.out.print(" " +node.data);  dataleaf(node.right);  }  } |

1. Buat methold di dalam class BinaryTree untuk menampilkan berapa jumlah leaf yang ada di dalam tree.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | int jumlah;  int jumlahleaf(Node node){  if(node !=null){  jumlahleaf(node.left);  if(node.left == null && node.right == null)  jumlah++;  jumlahleaf(node.right);  }  return jumlah;  } |

1. Modifikasi class BinaryTreeMain, sehingga di dalam terdapat pilihan menu :

* Add
* Delete
* find
* traverse inOrder
* traverse preOrder
* traverse postOrder
* Keluar

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48 | public class BinaryTreeMain {  public static void main(String[] args) {  Scanner sc = new Scanner(System.in);  BinaryTree bt = new BinaryTree();  while(true){  System.out.println("1. Add");  System.out.println("2. Delete");  System.out.println("3. Find");  System.out.println("4. Traverse Inorder");  System.out.println("5. Traverse Preorder");  System.out.println("6. Traverse Postorder");  System.out.println("7. Exit");  System.out.println(" Menu = ");  int menu = sc.nextInt();  switch(menu){  case 1:  System.out.println(" > ");  int c1=sc.nextInt();  bt.add(c1);  break;  case 2:  System.out.println(" > ");  int c2=sc.nextInt();  bt.add(c2);  break;  case 3:  System.out.println(" > ");  int c3=sc.nextInt();  bt.add(c3);  break;  case 4:  bt.traverseInOrder(bt.root);  System.out.println(" ");  break;  case 5:  bt.traversePreOrder(bt.root);  System.out.println(" ");  break;  case 6:  bt.traversePostOrder(bt.root);  System.out.println(" ");  break;  default:  break;  }  }  }  } |